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Abstract—In this paper, we present an efficient algorithm for real-time ellipse detection. Unlike Hough transform algorithm that is computationally intense and requires a higher dimensional parameter space, our proposed method reduces the computational complexity significantly, and accurately detects ellipses in real-time. We present a new method of detecting arc-segments from the image, based on the properties of ellipse. We then group the arc-segments into elliptical arcs in order to estimate the parameters of the ellipse, which are calculated using the least-square method. Our method has been tested and implemented on synthetic and real-world images containing both complete and incomplete ellipses. The performance is compared to existing ellipse detection algorithms, demonstrating the robustness, accuracy and effectiveness of our algorithm.

Index Terms—Ellipse detection, real-time, curve segments, edge grouping.

I. INTRODUCTION

Ellipse detection is one of the key problems in machine vision. The results of ellipse detection are used to infer 3D structures in the image, and camera viewpoints [1]. Furthermore, an ellipse or a circle in 3D space is projected to an ellipse in an image. Therefore, ellipse detection has been widely used in various applications in the field of computer vision, including gaze tracking [2], ball tracking in soccer games [3], vehicle detection [4], cell counting in breast cancer cell samples [5] and traffic sign detection [6], among others. Over the last two decades, researchers have developed various approaches for detecting an ellipse, and estimating the related parameters. In general, these algorithms can be divided into two groups.

The first group contains algorithms that relate to the optimization or voting process. In this group, the algorithm based on least square method [7], [8] is an efficient method for fitting an ellipse to scattered data points. This approach can guarantee an ellipse-specific solution with no computational ambiguity. However, this algorithm is sensitive to noise, and fails to detect multiple ellipses in a single image. Among existing techniques, Hough transform [9] is the most popular method for ellipse detection, but it tends to occupy a large amount of memory, and takes a long time to execute. An improved ellipse detection method using randomized Hough transform [10], [11], [12], is based on the principle of a stochastic process. Although this algorithm can reduce the storage requirements needed to implement Hough transform, it has a disadvantage, because tangents at any given point are sensitive to changes in the neighboring pixels selected within a window, leading to uncertainty of parameters and lower accuracy. Other approaches based on genetic algorithm were used in [13], [14], [15] to detect multiple ellipses in the image. These algorithms perform well on images with multiple ellipses, and in the presence of noise. However, they consume a lot of computational time.

The second group is based on edge linking of the image. UpWrite method [16] belongs to this group. This method is robust with respect to noise in an image, but it has difficulties in detecting overlapping ellipses. Other methods belonging to this group are Fast Ellipse Extraction (FEE) [17] and Hierarchical Ellipse Extraction (HEE) [18], [19]. They can extract ellipses from complicated images and are not sensitive to noise in an image. However, they are computationally expensive and could not work in the real-time.

Based on these considerations, we suggest a new ellipse detection algorithm. Our approach differs from those discussed above by the following statements. Firstly, we combine the advantages from both the groups of ellipse detection algorithms. By using the least square method to estimate the parameters with no computational ambiguity, our method has received an advantage from the first group. Moreover, by using the edge linking of image, the proposed method is robust with respect to noise in the image, and detects ellipses accurately. Our system has received this advantage from the second group of ellipse detection algorithms. Secondly, unlike least square method where the detector usually fails in detecting multiple ellipses in an image, our method can detect multiple ellipses in the case of both complete and incomplete ellipses. Thirdly, while other methods from the second group (UpWrite, FEE, and HEE) are computationally expensive, our proposed method can detect ellipses in real-time. Finally, to speed up the process, some geometric properties of an ellipse has been used in our method.

The remainder of this paper is organized as follows: In section II, a curve segmentation algorithm is presented. Section III outlines a new way of grouping arc-segments into elliptical arcs. Ellipse fitting approach is presented in section IV. In section V, we show experimental results, and the conclusions are given in section VI.

II. CURVE ELLIPSE EXTRACTION

To reduce the total execution time, we have to estimate the ellipse parameters at the curve level, not at the individual edge
pixel level. This section describes how to extract the elliptical curve from an edge image. We first detect the edge-contour of the objects. After that, we apply a curve segmentation based on geometric properties of ellipses to extract the curvature of a possible ellipse from the edge-contour obtained from the previous step.

A. Line Segmentation Approaches

Over the last thirty years, a number of algorithms have been developed for line segmentation. In this subsection, we describe a simple and efficient algorithm for discriminating the linearity of an edge-contour in an image by slightly modifying Peter Kovesis implementation [20]. Firstly, Canny edge detector [21] is used to find edge-points with a low threshold of 100 and a high threshold of 150 as shown in Fig. 1(b). Secondly, edge pixels are linked together into lists of sequential edge points, one list for each edge-contour. Here, we discard edge-contour less than 10 pixels long. Finally, linear segmentation method is used to form straight-line segments from an edge-contour. Fig. 1 elaborates on these three steps of line segmentation approaches used in this subsection. Fig. 1(c) shows three edge-contours detected from the edge image in Fig. 1(b). The final line segmentation results are shown in Fig. 1(d).

B. Curve Segmentation Approaches

Suppose that we have an edge-contour given from the previous step. However, this contour is not the curve of a possible ellipse as shown in Fig. 1(c). Therefore we want to segment this edge-contour into different curve-segments, such that each curve-segment is the curve of a possible ellipse.

Let $M$ denote the number of edge-contours. In the $m$-th edge-contour, $N_m$ denotes the number of segment-points. The $n$-th segment-point of the $m$-th edge-contour will be denoted by $O_{m,n} = (x_{m,n}, y_{m,n})$, where $(m=1,...,M)$ and $(n=1,...,N_m)$. We construct a new graph model to segment each edge-contour into the curve-segments of a possible ellipse. We elaborate on this model as follows: For the $m$-th edge-contour in the graph, we want to segment it into individual curves at the connection point $O_{m,n}$. To find this connection point, the following conditions are used.

The curvature condition: In an ellipse, a sequence of connected line segments traces an arc segment. In addition, the curvatures of these arcs should be of the same sign throughout the sequence. Based on this idea, we propose here a new way to segment the edge-contour. That is: the $m$-th edge-contour will be segmented at the connection point $O_{m,n}$ if the following conditions are satisfied:

$$\left(\alpha_1 \ast \alpha_2 < 0\right) \lor \left(\left|\alpha_2\right| - \left|\alpha_1\right| < 0\right) \lor \left(\alpha_4 \ast \alpha_3 < 0\right) \lor \left(\left|\alpha_4\right| - \left|\alpha_3\right| < 0\right)$$

where, $\alpha_1$ is the angle from line $O_{m,n-2}O_{m,n-1}$ to line $O_{m,n-2}O_{m,n}$ and $\alpha_2$ is the angle from line $O_{m,n-2}O_{m,n-1}$ to line $O_{m,n-2}O_{m,n+1}$ as shown in Fig. 2(a) and Fig. 2(c). Similarly, $\alpha_3$ and $\alpha_4$ are angles from line $O_{m,n+2}O_{m,n+1}$ to line $O_{m,n+2}O_{m,n}$ and from line $O_{m,n+2}O_{m,n+1}$ to line

![Fig. 1. Line segmentation results, (a): original image, (b): edge image, (c): three edge-contours ($M=3$: pink, turquoise, green color), (d): line segmentation results for each edge-contour.](image1)

![Fig. 2. Curve segmentation conditions, (a): ($\alpha_1 \ast \alpha_2 < 0$), (b): ($\alpha_3 \ast \alpha_4 < 0$), (c): ($\left|\alpha_2\right| - \left|\alpha_1\right| < 0$), (d): ($\left|\alpha_4\right| - \left|\alpha_3\right| < 0$), (e): the length condition, (f): the angle condition.](image2)
**III. CURVE GROUPING APPROACHES**

In this section, we propose a method of grouping arc-segments to form an elliptical arc, if they belong to the same ellipse. This method can reduce the total execution time, as it estimates the parameters of an ellipse at the elliptical arc level, and not at the individual arc-segment level. Firstly, we select an arc-segment from the group of arc-segments in the neighborhood. Finally, we look for global grouping of arc-segments that may not connect, but may come from the same ellipse.

The length condition: If two neighboring line segments at connection point \( O_{m,n} \) of the \( m \)-th edge-contour have a large difference in length, we segment this edge-contour into individual curves at this connection point \( O_{m,n} \). Fig. 2(e) illustrates the case when \( ||O_{m,n-1}O_{m,n}|| \ll ||O_{m,n+1}O_{m,n}|| \). In this paper, we will segment the edge-contour into individual curves when

\[
| |O_{m,n-1}O_{m,n}|| > 4| |O_{m,n+1}O_{m,n}|| \\
\text{or} \\
| |O_{m,n-1}O_{m,n}|| < 4 \times | |O_{m,n+1}O_{m,n}||
\]  

(2)

The angle condition: Based on the idea that there is not a big difference in gradients of tangents of neighboring line segments on the same ellipse contour, we check if the condition in Eq.(3) is satisfied at every connection point \( O_{m,n} \), and segment the edge-contour.

\[
| |\beta_1| - | \beta_2 | > TH_\theta \text{ and } | |\beta_3| - | \beta_2 | > TH_\theta
\]

(3)

where, the \( \beta_1 \), \( \beta_2 \) and \( \beta_3 \) are the angles from line \( O_{m,n-1}O_{m,n-2} \) to line \( O_{m,n-1}O_{m,n} \), from line \( O_{m,n-1}O_{m,n} \) to line \( O_{m,n}O_{m,n-1} \), and from line \( O_{m,n+1}O_{m,n} \) to line \( O_{m,n+1}O_{m,n+2} \) respectively. \( TH_\theta \) is a threshold (we choose \( TH_\theta = 40 \) degrees in this paper). Fig. 2(f) shows the results obtained by applying this condition.

We denote \( K (K \geq M) \) as the number of arc-segments after finishing the curve segmentation step. Fig. 3 shows eight arc-segments \( (K=8) \) after segmentation of the three edge-contours \( (M=3) \) in Fig. 1(c). Each arc-segment in Fig. 3 is the curve of a possible ellipse.

**A. Neighborhood Curve Grouping**

This step links neighborhood arc-segments that were detected from the previous step into elliptical arcs. The algorithms of our grouping technique for the neighborhood curve can be described as follows.

**Algorithm 1 Neighborhood Curve Grouping Algorithm**

1. For each \( m \)-th arc-segment \( (m=1, ..., K) \)
2. We find the \( n \)-th arc-segment \( (n=1, ..., K; n \neq m) \) from the arc-segment set
3. Measure the minimum distance from the \( m \)-th arc-segment to \( n \)-th arc-segment

\[
D_{m,n} = \min \left( \frac{| |O_{m,n-1}O_{m,n}||, | |O_{m,n}O_{m,n+1}|| | |}{| |O_{m,n-1}O_{m,n}||, | |O_{m,n}O_{m,n+1}||} \right)
\]

(4)

4. IF \( D_{m,n} < d_0 \) THEN measure the difference in gradients of tangents \( \theta_{m,n} \) between \( m \)-th arc-segment and \( n \)-th arc-segment. Fig. 4 shows the case of \( \theta_{m,n} \) where \( D_{m,n} = | |O_{m,n}O_{m,n+1}|| | \). In this step, \( d_0 \) is a threshold for determining closeness. We choose \( (d_0=10 \text{ pixels}) \) in this paper.
5. Group the \( m \)-th arc-segment with \( j \)-th arc-segment that has the minimal value of \( \theta_{m,n} \)

\[
\theta_{m,j} = \min \left( \theta_{m,n} \right)
\]

(5)

6. Repeat for every \( m \)-th arc-segment.

After finishing the neighborhood curve grouping step, we denote \( L (L \leq K) \) as the number of elliptical arcs. Fig. 5 shows three elliptical arcs \( (L=3) \) grouped from the eight arc-segments from Fig. 3.

**B. Global Curve Grouping**

Up to now, we have \( L \) elliptical arcs to estimate the parameters of \( L \) ellipses. However, due to noise and extraneous features in the image, two elliptical arcs may not be connected, but may come from the same ellipse. In this subsection, we propose a simple method to group two elliptical together based on the curvature condition. Our algorithm for global curve grouping is as follows:

![Fig. 4. Neighborhood curve curve grouping.](image-url)
Algorithm 2 Global Curve Grouping Algorithm

1: For each \( m \)-th elliptical arc \((m=1, ..., L)\)
2: We find the \( n \)-th elliptical arc \((n=m+1, ..., L)\) from the elliptical arc set.
3: Measure the minimum distance from the \( m \)-th elliptical arc and \( n \)-th elliptical arc:
\[
D_{m,n} = \min \left( ||O_{m,1}O_{n,1}||, ||O_{m,N_m}O_{n,1}||, ||O_{m,1}O_{n,N_n}||, ||O_{m,N_m}O_{n,N_n}|| \right) 
\] (6)
4: IF \( D_{m,n} > d_0 \)
   We propose a simple criterion to determine whether they should be connected, based on the curvature condition in Eq.(7).
   IF this condition is satisfied THEN we will group the \( m \)-th elliptical arc with \( n \)-th elliptical arc to form a single elliptical arc:
\[
\begin{align*}
&
\left| O_{m,\text{round}(\frac{b_m}{2})}O_{n,\text{round}(\frac{b_n}{2})} \right| > \left| C_mO_{n,\text{round}(\frac{b_n}{2})} \right| \quad \& \left| O_{m,\text{round}(\frac{b_m}{2})}O_{n,\text{round}(\frac{b_n}{2})} \right| > \left| C_nO_{m,\text{round}(\frac{b_m}{2})} \right|
\end{align*}
\] (7)
   where, \( C_m = \frac{O_{m,1}+O_{m,N_m}}{2}, C_n = \frac{O_{n,1}+O_{n,N_n}}{2} \).
   Fig. 6(a) shows an example of global curve grouping between two elliptical arcs; while Fig. 6(b) shows the case where a pair of elliptical arcs does not satisfy the condition for global curve grouping in Eq.(7).
5: We repeat for every \( m \)-th arc-segment.

After finishing the global curve grouping step, we denote \( H \) as the number of pairs of elliptical arcs that are grouped. Therefore, in totally, we have \( L \) elliptical arcs that have been detected from neighborhood curve grouping in subsection III-A and \( H \) pairs of elliptical arcs that have been detected from global curve grouping in subsection III-B. We use these \((H+L)\) arcs to estimate the parameters of \((H+L)\) ellipses by using the algorithm detailed in the next section.

IV. ELLIPSE FITTING APPROACHES

From the previous section, \((H+L)\) candidates for ellipse fitting have been found. For each candidate, in order to estimate the parameters of the ellipse while reducing the total execution time, a direct least square technique \([7]\) is used. This approach will find the best fit to an ellipse from the segment-point set of each candidate.

After detecting the \( m \)-th possible ellipse with five parameters, we wish to find out if this possible ellipse is a true ellipse or not, by using the following process.

Let \( H \) and \( W \) be the height and width of an image. Edge pixel in image will be expressed by \( P_{i,j} = (x_{i,j}, y_{i,j}) \), where \( 1 \leq i \leq H \) and \( 1 \leq j \leq W \). Let \( NE_m \) denotes the number of pixels on the \( m \)-th ellipse, \((m=1, 2, ..., H+L)\). Each pixel on this ellipse will be presented by \( PE_{m,k} = (x_{i,j}, y_{i,j}) \), \((k = 1, 2, ..., NE_m)\).

For each pixel, the distance from \( PE_{m,k} \) to the nearest edge pixel \( P_{i,j}^* \) of the edge image can be obtained. We continue the above process until all the pixels in this ellipse have been examined. Then we calculate the error:
\[
E_m = \frac{1}{NE_m} \sum_{k=1}^{NE_m} (PE_{m,k} - P_{i,j}^*)
\] (8)
where, \( b \) is the size of the short axis of this ellipse. In this paper, we use \( NE_m = 2N_m \). The error in Eq.(8) is used to detect a true ellipse in an image. IF \( E_m \) is smaller than the given global threshold \( TH_E \), we claim that the possible ellipse is a true ellipse. Otherwise, we will remove this possible ellipse.

V. SIMULATION STUDIES

In this section, the performance of the proposed algorithm has been compared with those of the RHT \([10]\), UpWrite \([16]\), FEE \([17]\) and HEE \([18], [19]\) in terms of computation time and accuracy. The proposed algorithms have been implemented and tested on a PC (Pentium 4 at 3 GHz, 1GB of Ram) using free software libraries (OpenCV libraries for image), and Visual C++ 6.0.

The first experiment illustrates the implementation of our algorithm as compared to other algorithms on real-world images. Fig. 7(a) shows the real image (306x281) that contains both complete and incomplete ellipses. The image shown in Fig. 7(b) is the result of RHT method. The accuracy of this method is very poor. Moreover, the computational cost of this algorithm as shown in Table 1 is also the most expensive. In Fig. 7(c), the UpWrite algorithm reduces the computation time significantly, but the ellipse extraction accuracies remain poor. FEE method in Fig. 7(d) extracts a complete ellipse,
but performs poorly with an incomplete ellipse. For the result shown in Fig. 7(e), HEE algorithm is capable of extracting all the incomplete and complete ellipses accurately. However, this method is computationally complex, and could not detect the ellipses in real-time, as shown in Table V. Comparing these methods, we find that our proposed method, shown in Fig. 7(f) with global threshold $T_{HE}=0.015$, could not only successfully detect all the ellipses, but also reduces the computational complexity significantly, and could detect these ellipses in real-time.

In the second experiment, the real image (480x640) shown in Fig. 8(a) is used for testing. The reference FEE method in Fig. 8(b) has difficulty in determining the ellipse accurately. HEE method in Fig. 8(c) still needs a higher computational time for this example. A comparison of the computational efficiency among FEE, HEE and our proposed methods is presented in Table V, and shows that our method in Fig. 8(d) with global threshold $T_{HE}=0.007$ outperforms the reference algorithms not only in terms of accuracy but also speed.

The Fig. 9 shows some other images (240x320) that have been used to test our proposed algorithm. Fig. 9(a)-(c) show the original images. The results produced by proposed algorithm corresponding to these images have been shown in Fig. 9(d)-(f) with global threshold $T_{HE}=0.02$, $T_{HE}=0.009$ and $T_{HE}=0.015$. For each image in this example, the computational time of our algorithm is 31 milliseconds.

In the final experiment, synthetic images (480x640) were generated and tested. Four of which are shown from Fig. 10(a) to Fig. 10(d). The first two images in Fig. 10(a) and Fig. 10(b) contains both complete ellipses and incomplete ellipses. Some of them have overlapping lines and rectangles. The last two images in Fig. 10(c) and Fig. 10(d) are corrupted with salt and pepper noise (at noise rate = 5%). This synthetic image contains incomplete ellipse, complete ellipses, rectangles and triangle. Some of them are overlapping each other. The detected ellipses proposed by our algorithm corresponding to four images with global threshold $T_{HE}=0.01$ are shown from Fig. 10(e) to Fig. 10(h), respectively. Clearly, experimental results demonstrate that the proposed algorithm is not only accurate, but also and robust with respect to salt and pepper noise.
VI. CONCLUSIONS

In this paper, we have proposed a new edge grouping method for real-time ellipse detection. The performance study of this technique with both real images and synthetic images shows that the proposed detector is capable of detecting ellipse features with an excellent accuracy. Furthermore, the proposed method is easy to implement and could detect the ellipses at a high speed (>20 frames per second on an image of size 240x320).
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Fig. 9. Testing results for real images.

Fig. 10. Testing results for synthetic images.


