Formal specification and simulation of the robot path planner
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Abstract—Simulation software plays a very important role in education and research applications. They provide a safe, easy and flexible environment for developing and testing new methods. However developing a simulation software that reflects the exact behavior of the real system is a difficult and complicated task. In this paper we used hybrid process algebra to build a formal model that describes the exact behavior of the path planner module of autonomous mobile robots. The robot path planner is described by a powerful recursive process. The robot moves in four modes heading-regulation, move-to-goal, move-to-inter-goal, and obstacle-avoidance mode. Each motion mode is described by a process. The overall behavior of the path planner is the result of the communication between the four processes. The developed model is then implemented as simulator for mobile robots.

Index Terms—Hybrid Process Algebra, Mobile Robot Simulation, Hybrid Systems, Formal Specification.

I. INTRODUCTION

The real world is a complex, unstructured, and dynamic environment. Autonomous mobile robots which are designed to operate in the real world must have the ability to deal with such a complex environment. A mobile robot is a hardware/software system in which the control software plays a central role. In practice most robot failures are due to a failure in the control software. A software model for the robot control is based on dividing the functions of the system into modules, each supervising a basic activity. This approach decouples the complexity of the control tasks, and facilitates the validation of each module. Well-defined protocols are required to effectively manage the various interactions among the different hardware/software components. To meet the challenge of control design for complex high performance systems and with strict safety requirements, formal hybrid specification methods have been developed. These methods enable developers to rigorously model, test, verify, and simulate such systems. Hybrid automata [1], [2] are powerful modeling languages that support modeling a wide variety of physical phenomena. Hybrid automata integrate diverse models such as differential equations and state machines in single formalism. In this mathematical model the behavior of the system is described by a graph. The continuous state of the system is represented by differential equations, and the discrete state is represented by the graph vertices. The transition between discrete states are represented by edges. Hybrid process algebras [3], [4], [5], [6] are another mathematical theory developed for the specification and analysis of hybrid systems. In this theory the system behavior is expressed in the form of algebraic terms. This theory allows the description and syntax-based analysis of hybrid system in a compositional way. The mathematical expressions for hybrid systems are constructed by means operators, each of which corresponds to a distinct and natural way in which hybrid system can be combined. This theory provides also axioms lifting rules that can be used to establish whether two expressions constructed in different ways represent the same hybrid system. However there is a large gap between the formally specified system and the real system. Our concern in this research is to reduce this gap by mean of simulation. In this work we developed a detailed specification of the robot path planner system and we implemented the designed model as a simulation software for mobile robots.

This paper is organized as follows: In section II, the necessary background needed for describing the behavior of the path planning module is introduced; this section consists of three subsections. In the first subsection we introduce the principles of the robot navigation system. In the second subsection the principles of obstacle avoidance method is introduced. The third part is dedicated to introduce the necessary operators from process algebra theory needed for the formal specification of the system. The developed model is introduced in section III. The description of the developed simulation software and illustration scenarios are introduced in section IV. A conclusion and future work is introduced in the last section.

II. BACKGROUND

A. Navigation System

In the case of mobile robots, navigation can be defined as the robot ability to act based on the environmental knowledge provided by the robot perceptual system and the goal position or list of positions in the case of a moving goal. In other words, navigation consists of moving a robot from its initial position to the destination position while avoiding obstacles on the way. In this section we give a brief description of the navigation methods introduced by [7]. The authors of this paper developed a model-based method for wheeled mobile robot navigation. The method uses the robot’s kinematics equations and geometric rules. Using this method different path
can be planned by modifying the parameters of the control law. An obstacle avoidance strategy is proposed. 

1) Robot Kinematics: The robot kinematics equations under the control law are described by the following equations:

\[
\begin{align*}
\dot{x}_r &= v_r \cos(N \sigma_{GR} + \alpha) \\
\dot{y}_r &= v_r \sin(N \sigma_{GR} + \alpha) \\
\dot{\theta}_r &= \omega_r
\end{align*}
\] (1)

This model captures the nonholonomic constraint, which characterizes a wide range of robotic systems. The path planning method uses the proportional navigation law, which is defined in terms of the robot orientation angle as follows:

\[
\theta(t) = N \sigma_{GR} + \alpha
\]

The geometric parameters needed for the navigation method are described in figure 1.

B. Obstacle Avoidance

Figure 2 shows a situation where an obstacle appears in the path of the robot. The robot is in collision course with the obstacle when:

\[
\theta_r(t) \in [\sigma_{i1}, \sigma_{i2}]
\]

The main idea to avoid the obstacle is to select the value of \(N\) and \(\alpha\) such that

\[
\theta_r = N \sigma_{GR} + \alpha \notin [\sigma_{i1}, \sigma_{i2}]
\]

when the robot is within a certain distance from the obstacle. In [7] the authors proposed two approaches for obstacle avoidance. The first approach, called predetermined path, is used when the geometric parameters of the obstacle, such as the center and the radius are known. The idea is to specify the value of \(N\) and \(\alpha\) to move the robot to one of the \(B_i\) points as shown in figure 2. The second approach is used when there is no a-priori knowledge about the obstacles. The idea is to use sensor readings to construct a polar histogram, which provides obstacles directions and free directions. An intermediary goal \(G_1\) corresponding to a free direction is chosen, and the robot moves toward this point.

C. Process Algebra

The robot system is a hybrid system that exhibits both discrete and continuous behavior. In this section, a brief description of the basics, and important operators needed to describe the behavior of such system are introduced. Let \(P_i\) be denote a process and \(\psi\) a proposition then:

- The undelayable action \(a\), is the process that performs the action \(a\) at the current point of time and then terminates successfully.
- We define the sequential composition of two processes \(P_1\) and \(P_2\) written \(P_1; P_2\), as the process that first behaves like \(P_1\), but when \(P_1\) terminates successfully it continues by behaving like \(P_2\). That is, \(P_1\) is followed by \(P_2\). If \(P_1\) never terminates successfully, the sequential composition of \(P_1\) and \(P_2\) will behave like \(P_1\).
- The alternative composition of \(P_1\) and \(P_2\) denoted as \(P_1 + P_2\) is the process that represents the choice between the two processes \(P_1\) and \(P_2\). In other words, there is an arbitrary choice between \(P_1\) and \(P_2\). The choice is resolved on one of them performing its first action. The choice between idling processes will always be postponed until at least one of the processes can perform its first action.
- Another important process is the recursive process used to describe the infinite behavior of a system. A recursive equation is said to be guarded if it is of the form \(X = a.X\) where \(a\) is an atomic action.
- The most important operator for timing a process is the relative delay denoted by \(\sigma_{rel}(P)\). It is the process that starts executing \(P\) after the delay of \(t\) units of time.
- The relative timeout denoted by \(\psi_{rel}\) is the process that behaves either like the part of \(P\) that does not idle more than \(t\) units of time, or like the deadlocked process.
after a delay of $t$ units of time if $P$ is capable of idling for $t$ units of time.

- The relative initialization of process $P$ denoted by $\tau_{rel}(p)$ is the process that behaves like the part of $P$ that idles for $t$ units of time, if $P$ is capable for this period of time, otherwise, it behaves like the deadlocked process after a delay of $t$ units of time.

- The parallel composition of two process written as $P_1 \parallel P_2$, is the process that chooses to execute an initial action of $P_1$ or an initial action of $P_2$. The process $P_1 \parallel P_2$ can choose to execute a communication between $P_1$ and $P_2$. To deal with this possibility we assume a communication function $\gamma : \text{Action} \times \text{Action} \rightarrow \text{Action}$ which produces for each pair of $a$ and $b$ their communication $\gamma(a, b)$.

- The left merge written as $P_1 \mid P_2$ takes its an initial action from the process $P_1$ and then behaves as the merge $\parallel$.

- The communication merge denoted by $P_1 \mid P_2$ executes as initial transition a communication between the initial transition of the process $P_1$ and $P_2$, and then behaves as the standard merge $\parallel$.

- The process $P$ proceeds conditionally on $\psi$, denoted by $\psi \rightarrow P$; this means it behaves like $P$ if the proposition $\psi$ holds at its start.

- The process $P$ emitting a signal $\psi$, denoted by $\psi \setminus P$, is the process that behaves like $P$ and emits signal $\psi$.

- The process $P$ is in evolution according to the state proposition $\phi$, written $\phi \rightleftharpoons P$, is the process in which the emitted signal changes continuously till it performs its first action.

- The process $P$ is in transition according to the proposition $\chi$, written $\chi \uparrow P$, is the process $P$ in which the emitted signal changes instantaneously after performing its first action.

III. Specification of the Robot Path Planning System

1) Informal Description: The behavior of the robot planning system can be described informally as follows:

- The robot moves in four different modes using different kinematics equations. The move-to-goal mode, the move-to-intermediary-goal mode, the obstacle avoidance mode, and the path-smoothing mode. Each mode is activated/deactivated based on the information provided by the robot perceptual system. If the robot is moving in move-to-goal mode, and an obstacle is detected then the path planner determines an intermediary goal, and the robot switches to the move-to-intermediary mode. When the robot reaches the intermediary goal the obstacle avoidance mode is activated. The path smoothing mode is activated between each two modes to turn the robot in a smooth way.

- The state of the robot a time $t$ is denoted by the vector $S_r(t) = (x_r(t), y_r(t), \theta_r(t))$.

- The desired state of the robot at the end of each motion mode is denoted by the vector $S_{rdes} = (x_{rdes}, y_{rdes}, \theta_{rdes})$.

- The desired state of the robot is attached to the process as a condition to be satisfied before switching to another motion mode.

- Before the end of the current motion mode the path planning module has to specify the next motion mode.

- In each motion mode the values of $N$ and $a$ are adjusted to match the desired motion mode.

2) Formal Description: For the mathematical specification of the robot path planner, we identify the following processes: $P_{\text{plan}} = \{\text{PATHPLANNER, PATHPLANNER1, MOVETOGOAL, OBSTACLEAVOIDANCE, MOVETOINTERGOAL, PATHSMOOTHING}\}$

- $\text{PATHPLANNER}$: is the process that plans the robot motion from its initial position to the goal.

- $\text{MOVETOGOAL}$: is the process that moves the robot to the goal using the control laws.

- $\text{OBSTACLEAVOIDANCE}$: using the information from the grid map, this process consists of specifying an intermediary goal in the case of existence of an obstacle between the robot and the goal.

- $\text{MOVETOINTERGOAL}$: this process consists of moving the robot to the intermediary point specified by the OBSTACLEAVOIDANCE process.

- $\text{PATHSMOOTHING}$: is the process that consists of smoothing the path between different modes of motion.

The set of atomic action can be specified as follow:

$$A_{\text{plan}} = \{\text{startrob, stoprob}\}$$

- $\text{startrob}$: stands for the action of starting the robot motion.

- $\text{stoprob}$: stands for the action of stopping the robot.

The set of atomic propositions consists of the following elements:

$$P_{\text{at}} = \{\text{intergoal, obstacle, goal, smoothpath}\}$$

- $\text{intergoal}$: is set to true to move the robot to an intermediary goal.

- $\text{obstacle}$: is set to true to move the robot in the obstacle avoidance mode.

- $\text{goal}$: is set to true to move the robot to the goal.

- $\text{smoothpath}$: is set to true for smoothing the path.

The behavior of the robot planning system is described as follows:

$$\text{PATHPLANNER} = ((|x_r - x_G| \geq \epsilon) \land (|y_r - y_G| \geq \epsilon)) \rightarrow \text{startrob.PATHPLANNER1}$$

$$\text{PATHPLANNER1} =$$

- $\text{MOVETOGOAL}$

- $\text{OBSTACLEAVOIDANCE}$

- $\text{MOVETOINTERGOAL}$

- $\text{PATHSMOOTHING}$
MOVETOINTERGOAL = (∼intergoal ∧ ∼obstacle ∧ goal ∧ ∼smoothpath)
∧ (∥xg − x∥ ≥ e) ∧ (∥yg − y∥ ≥ e) ∧ (∥xg − cos(N σGR + a) ∧ (yg = vY sin(N σGR + a)))
∧ σxg(∥xg − x∥ = e) ∧ (∥yg − y∥ = e) → (((x = x) ∧ (y = y)) ∧ stopprob.PATHPLANNER)
+ (obstacle) := (((x = x) ∧ (y = y)) ∧ OBSTACLEAVOIDANCE)
+ (intergoal) := (((x = x) ∧ (y = y)) ∧ MOVETOINTERGOAL)
+ (smoothpath) := (((x = x) ∧ (y = y)) ∧ PATHSMOOTHING)

MOVETOINTERGOAL = (intergoal ∧ ∼obstacle ∧ ∼goal ∧ ∼smoothpath)
∧ (∥xg − x∥ ≥ e) ∧ (∥yg − y∥ ≥ e) ∧ (∥xg − cos(N σGR + a) ∧ (yg = vY sin(N σGR + a)))
∧ σxg(∥xg − x∥ = e) ∧ (∥yg − y∥ = e) → (((x = x) ∧ (y = y)) ∧ PATHPLANNER)
+ (obstacle) := (((x = x) ∧ (y = y)) ∧ OBSTACLEAVOIDANCE)
+ (goal) := (((x = x) ∧ (y = y)) ∧ MOVETOINTERGOAL)
+ (smoothpath) := (((x = x) ∧ (y = y)) ∧ PATHSMOOTHING)

PATHSMOOTHING = (∼intergoal ∧ ∼obstacle ∧ ∼goal ∧ ∼smoothpath)
∧ (∥x − x∥ ≥ e) ∧ (∥y − y∥ ≥ e) ∧ (∥x − cos(N σGR + a) ∧ (y = vY sin(N σGR + a)))
∧ σx(∥x − x∥ = e) ∧ (∥y − y∥ = e) → (((x = x) ∧ (y = y)) ∧ PATHPLANNER)
+ (intergoal) := (((x = x) ∧ (y = y)) ∧ MOVETOINTERGOAL)
+ (goal) := (((x = x) ∧ (y = y)) ∧ MOVETOINTERGOAL)
+ (obstacle) := (((x = x) ∧ (y = y)) ∧ OBSTACLEAVOIDANCE)
+ (smoothpath) := (((x = x) ∧ (y = y)) ∧ OBSTACLEAVOIDANCE)
+ (goal) := (((x = x) ∧ (y = y)) ∧ OBSTACLEAVOIDANCE)

IV. SIMULATION SOFTWARE

A. IMPLEMENTATION

As a part of this research we developed a 3D simulation software for wheeled mobile robots using Visual C++ and OpenGL. This software is the implementation of the mathematical description provided in the previous section. In this section we give a brief description of the classes developed to implement the simulator.

- CScene: this class is used to implement the robot environment. It is used to setup the OpenGL viewing volume, the projection and the camera position.
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Fig. 4. The class perceptual system

Fig. 5. The robot-goal initial position

Fig. 6. Simulation results

Fig. 7. Robot motion modes

Fig. 8. The robot-goal initial position

Fig. 9. Simulation results
V. CONCLUSION

In this research, we developed a detailed specification of the behavior of an autonomous wheeled mobile robot using hybrid process algebra. The robot system is divided into three main subsystems: the perceptual subsystem, the planning subsystem, and the acting subsystem. We developed a formal description of the path planning subsystem. The robot path planner is described by a powerful recursive process. The robot moves in four modes heading-regulation, move-to-goal, move-to-inter-goal, and obstacle-avoidance mode. Each motion mode is described by a process. The overall behavior of the path planner is the result of the communication between the four processes. The developed model is implemented using C++ and OpenGL. In the future work we will consider the integration of the perceptual system and the acting system to derive a full description of the behavior of the robot system.
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