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Abstract—In the context of social media analyses, signed
social networks are important representations of relationships
between entities. These networks can represent positive or
negative relationships between every two entities of a social
network. One of the usual analyses over social networks is the
communities/clustering search. In this paper, we report analyses
on the Signed Modularity Density Maximization problem, which
searches for meaningful clusters inside a signed social network.
In this analysis, we present a new branch-and-price algorithm
to find optimal solutions to this problem. The optimal solutions
of two real signed networks and some artificial networks are
generated and analyzed. The results suggest that the problem
finds meaningful clusterings in signed social networks, and some
parameters are suggested to obtain the best results.

Index Terms—signed social networks, clustering, modularity
density maximization

I. INTRODUCTION

Social network analyses are useful to extract information for
several reasons. They can, e.g., be used to identify relationship
patterns in the networks. Social media have contributed to
this area due to a large amount of data available, allowing
one to test new models and methods in relationship analyses.
Although the rise of social networks helped in this kind of
analyses, their nodes and links are simple representations that
do not detail the richness of complex relationships [1].

Signed social networks try to capture more of the real
meaning of relationships of social networks. In these signed
networks, each link has a positive or negative value. A
positive value represents a friendship-like relationship [1]–[4].
A negative value represents a dislike relationship. In social
networks like Facebook or Twitter, these negative links can be
collected by the analysis of posts and replies.

Community detection problems in the context of social
networks are computational problems that try to find the
clustering of such networks such that the clusters group nodes
which share common features [5], [6]. These problems are
applied in several fields, e.g.: (i) in astronomy, for automatic
stellar cluster recognition [7]; (ii) in biology, for finding
protein complexes [8] and mapping metabolic reactions [9];
(iii) in the health sciences, to identify functional memory
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involved in olfactory recognition [10]; (iv) in social sciences,
to identify criminal organizations [11], [12].

One of the most popular community detection problems is
Newman’s Modularity Maximization (MM) [13]. MM defines
an optimization problem that has an objective function that
measures the difference between the number of internal links
and the expected number of links inside of each cluster.
The original problem is applied to undirected, unsigned, and
unweighted networks. Versions of the Modularity Maximiza-
tion objective function for weighted and directed graphs are
reported in [14] and [15], respectively. [16] reported a model
for signed networks.

Although Modularity Maximization is a popular problem,
some degeneracies are reported in the literature. The most
important of them is named “resolution limit” proved by [17]
in which cliques with a different number of nodes are merged
into the optimal solution, even if they are connected by a
single edge. This behavior is a degeneracy for Modularity
Maximization because the modular property is violated for
optimal partitions. Two other degeneracies are reported by
[18]: there is an exponential number of suboptimal solutions,
and the number of nodes has a positive correlation with the
optimal modularity value. Efforts to avoid these degeneracies
are made by reformulating the objective function of Modular-
ity Maximization in, e.g. [19]–[27].

One of the main alternative problems to Newman’s Modu-
larity Maximization is the Modularity Density Maximization.
Defined by [21], this problem uses the difference between
the internal and external density of links for each cluster to
evaluate the problem solutions. This value is normalized by
the number of nodes inside of each cluster. This problem has
attracted recent interest in science [28]–[38].

The problem version of Modularity Density Maximization
for signed networks is presented in [16], but an evaluation
around exact solutions are missed. In their paper, the solutions
are obtained by non-exact solvers. In this context, this paper
presents an exact solver for the Signed Modularity Density
Problem and discusses the results over the obtained exact
solutions. Our solver is computational expensive in time. In
fact, no exact polynomial solver for the problem is known.
Our proposed solver is a branch-and-price procedure.

The following sections of this paper present the Signed
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Modularity Density optimization problem, the column genera-
tion model, the branch-and-price model, analyses on the exact
solutions, and conclusions.

II. SIGNED MODULARITY DENSITY MAXIMIZATION

The objective function of the Signed Modularity Density
Maximization problem is shown in Equation (1), given a
signed graph G and a clustering C [16]. Consider G =
(V,E+, E−), where V is the set of nodes, E+ is the set
of positive edges, and E− is the set of negative edges. In
this context, we consider that w+

uv = 1 if {u, v} ∈ E+,
otherwise w+

uv = 0, and w−uv = 1 if {u, v} ∈ E−, otherwise
w−uv = 0. The degrees of each node are also divided into
positive and negative ones. So, the positive degree of v is
given by d+v =

∑
u∈V w

+
uv , and the negative degree is given

by d−v =
∑
u∈V w

−
uv . The sets E+

c and E−c are composed the
edges positive and negative respectively of a cluster c ∈ C.

Dλ(C) =
∑
c∈C

(
2λ|E+

c | − 2(1− λ)(
∑
v∈c d

+
v − |E+

c |)
|c|

−2(1− λ)|E−c |+ 2λ(
∑
v∈c d

−
v − |E−c |)

|c|

)
.

(1)

The parameter λ for quantified Signed Modularity Density
Maximization is used to obtain the “ratio association” to find
small clusters when λ > 0.5, and the “ratio cut” to find large
clusters when λ < 0.5. [21] suggested that this function can be
used to find the appropriate level of the topological structure
of graphs to find proper partitions.

In this problem, each node is assigned to one cluster. This
kind of clustering is called non-overlapping clustering. So, the
number of possible solutions is given by the Bell number
(Equation (2)) over the number of nodes of G. Thus, there
is an exponential number of possible solutions.

Bn =

{
1, if n ∈ {0, 1}∑n−1
k=0

[(
n−1
k

)
Bk

]
, if n > 1

(2)

It is not known an exact algorithm for the non-Signed and
Signed Modularity Density Maximization problem. For the
non-signed version, the exact solving is a binary nonlinear
problem (0–1 NLP). Li et al. [21] have presented exact binary
nonlinear (0-1 NLP) mathematical programming which makes
it difficult to use with common solvers. Karimi-Majd et al.
[30] have shown improvement to the [21] model, where the
parameter of the number of clusters is not required. Costa
[32] has created four different mixed integer linear models
converted from the 0-1 NLP. Recent column generation algo-
rithms have been showing exact methods that solve instances
with more than 100 nodes [35], [37]. No exact algorithm for
the Signed Modularity Density Maximization is known, so this
paper presents the first one.

For the non-signed version of the problem, heuristics for
Modularity Density Maximization have been reported in [28],

[29], and [30]. They have presented some evolutionary heuris-
tics. Costa et al. [33] have presented eight divisive heuristics
for Modularity Density Maximization that have provided so-
lutions close to the optimal one. These divisive heuristics are
based on mathematical programming formulations. Recently,
constructive and multilevel heuristics have been presented at
[36] and [38]. For the signed version, Li et al. [16] have
proposed evolutionary and memetic heuristics to find solutions
to the problem.

III. EXACT METHOD

We have developed a branch-and-price method to find exact
solutions for the Signed Modularity Density Maximization
problem. Due to the exponential number of variables of the
exact problem, the branch-and-price method uses a column
generation procedure to discover important variables. Then
the integer values are found for them. This section describes
details around the algorithm used.

A. Column Generation Model

Our column generation method is derived from the integer
linear model related in Equation (3), that is inspired on pre-
vious models relating similar non-signed problems [37], [39],
[40]. In this model, each cluster is a subset of nodes, so there
are |T | = 2|V | possible clusters, where T =

{
1, . . . , 2|V |

}
.

The variables zt are binary. If zt = 0, the cluster t does not
belong to the solution; when zt = 1, the cluster t belongs to
the solution. The value of ct is the contribution of cluster t
to the objective function. This value is defined in Equation
(4). The value avt is a binary number. If avt = 1, the node
v ∈ V belongs to the cluster t, and when avt = 0, the node
v does not belong to this cluster. To obtain the dual problem,
we have relaxed this model by redefining the Constraint (3c)
to zt ≥ 0,∀t ∈ T . In column generation contexts, we named
this model as the master model.

maximize
{∑
t∈T

ctzt

}
(3a)

subject to:
∑
t∈T

avtzt = 1,∀v ∈ V (3b)

zt ∈ {0, 1},∀t ∈ T. (3c)

ct =
4λ
∑
u,v∈V :u<v autavtw

+
uv∑

v∈V avt

+
−2(1− λ)(

∑
v∈V d

+
v avt − 2

∑
u,v∈V :u<v autavtw

+
uv)∑

v∈V avt

+
−4(1− λ)

∑
u,v∈V :u<v autavtw

−
uv∑

v∈V avt

+
+2λ(

∑
v∈V d

−
v avt − 2

∑
u,v∈V :u<v autavtw

−
uv)∑

v∈V avt
.

The auxiliary model is described in Equations (4). The
variable yv is the dual variable related to the v constraint of
the master model.



minimize
{

2(1− λ)
∑
v∈V

d+v av − 2
∑
u∈V

∑
v∈V

w+
uvauav

− 2λ
∑
v∈V

d−v av + 2
∑
u∈V

∑
v∈V

w−uvauav

+
∑
u∈V

∑
v∈V

auavyv

}
(4a)

subject to: av ∈ {0, 1},∀v ∈ V. (4b)

B. The Branch-and-Price Method

The column generation finds the optimal solution in continu-
ous solution space. For this reason, we have used a branch-and-
price method to find the optimal solution in integer solution
space, related to the zt variables. The branch-and-price method
is reported in Algorithm 1.

The branch-and-price algorithm starts by defining the re-
duced master problem. The initial variables are defined by
a two-step local search method of [38] adapted for signed
networks. Then the heap that stores the highest D value in
brach-and-price method is defined. The lowerbound variable
stores the objective value from the best solution found. At
each iteration, the branch-and-price node with the highest D
value is obtained by the heap. If the solution of this node has
a worse D value than the lowerbound value, its sibling nodes
will not find a better solution, and the branch-and-price stops.
If the search does not stop, the selected node is submitted to
the column generation procedure.

The column generation procedure starts adding the branch-
and-price node constraints to the RM. At each iteration of
the column generation, a new column is added in the model
by using the Auxiliary model. During the selection of a new
column, the RM model is solved, and the values for the primal
variables z, the dual variables y, and the objective value Dens
are stored. Then the Auxiliary model is solved, and if a new
variable is found, it is inserted into the RM model. After the
loop, if the solution found is integer, the lowerbound variable
is updated or not. If not, it is created two branch-and-price
nodes. The variable z that has the largest fraction value has
its value fixed in 0 for a node and 1 for the other node.

Algorithm 1 Branch-and-price
1: create the reduced master model RM with initial variables

given by HLSMDλ±
2: heap = new FibonacciHeap()
3: // constructing the starting node of branch-and-price
4: heap.push((D = −∞, cons = {}))
5: lowerBound = −∞
6: stop = false
7: while (not stop) do
8: data = heap.pop()
9: if (data.D < lowerBound ) then

10: stop = true
11: end if
12: if (not stop) then
13: columnGeneration (RM, data, lowerbound)
14: end if
15: if heap.empty() then
16: stop = true
17: end if
18: end while

IV. EXPERIMENTS ON REAL SIGNED NETWORKS

To test our exact method and the results of Signed Mod-
ularity Density in real signed networks, we have used two
benchmark signed networks which have been tested in [16],
[41]. The first signed network is known as “Slovene Parliamen-
tary Party Network” and is related to the relation among ten
political parties of the Slovene Parliamentary in 1994 [42]. The
second signed network is known as “Gahuku-Gama Subtribes
Network” and represents the relationship of tribes from New
Guinea [43]. The positive and negative relationships of these
networks have been represented without considering weights
in this paper.

Table I shows the runtime (in seconds) and the D value
obtained for each exact solution found by our branch-and-
price method. Each quantitative parameter λ was tested. We
have used the solver IBM ILOG CPLEX and C++ language
to implement our branch-and-price. The environment has been
Linux, processor Intel i7-7500U, 2.7Ghz and 16GB RAM.

TABLE I
RUNTIME IN SECONDS AND D VALUES RELATED TO THE EXECUTION OF

THE BRANCH-AND-PRICE METHOD ON THE TWO REAL INSTANCES.

Slovene Parliamentary Party Gahuku-Gama Subtribes
λ Time(s) D* Time(s) D*

0.1 0.051 2.000 0.032 3.037
0.2 0.056 5.800 0.061 7.445
0.3 0.035 11.200 0.159 11.854
0.4 0.016 16.600 0.286 17.076
0.5 0.019 23.000 0.400 24.238
0.6 0.057 36.000 0.427 36.520
0.7 0.050 53.999 0.305 55.749
0.8 0.052 72.000 0.185 75.500
0.9 0.056 89.999 0.209 95.466

Figure 1 shows the optimal clustering obtained by our
algorithm with different values of λ factor for each tested
real clustering. The clusters are identified by color, except for



clusters with a single node. In this latter case, the nodes are
filled with white. The edges are identified by two colors. Blue
colored edges are positive, and the red ones are negative.

For the “Slovene Parliamentary Party” network, with λ ∈
{0.1, 0.2, 0.3, 0.4} the network was divided into two clusters
connected only by negative edges. The only internal negative
edges are {“ZS-ESS”, “SNS”} and {“DS”, “SNS”}. With
λ = 0.5, ‘ZS-ESS”, “SNS”, and “DS” are separated from
their community when λ ≤ 0.4. With a larger λ factor, smaller
clusters are identified, so a node needs being more connected
with a cluster to belong to it. When λ ≥ 0.6, each node
belongs to its own cluster (alone).

For the “Gahuku-Gama Subtribes” network, the clustering
is composed of three clusters with no negative edge connecting
two nodes that belong to the same cluster when λ ∈ {0.1, 0.2}.
The difference between this clustering and the clustering
obtained with λ = 0.3 is that the node “GEHAN” passed
to belong the “red” cluster in the last partition. Comparing
the clustering λ = 0.3, the nodes “NOTOH”, “UHETO”,
and ”KOHIK” form a cluster composed of themselves in the
clustering λ = 0.4. Passing from λ = 0.4 to λ = 0.5,
the nodes “NAGAD” and “GAMA” compose two singleton
clusters, the nodes “NAGAN” and ”SEUVE” form their proper
cluster, “NAGAN” and “SEUVE” form their own cluster.
From the clustering λ = 0.5 to 0.6, the nodes “ASARO”,
“GEHAN”, and “NOTOH” form two singleton clusters. For
the clusterings obtained with λ ∈ {0.7, 0.8}, the unique non-
singleton cluster is composed of nodes “ALIKA”, “MASIL”,
“OVE”, and “UKUDZ” which are in the same cluster for all
λ ≤ 0.8. When λ = 0.9, there are singleton nodes only.

Comparing the obtained clusterings of Figures 1, the λ ≤
0.5 appears to be more usable because of the almost com-
plete absence of singleton clusters. Observing the clustering
formation and the positive and negative edges, the results
suggest that the Signed Modularity Density Maximization
obtains coherent clusterings, avoiding to keep together nodes
that are connected by negative edges.

V. EXPERIMENTS ON ARTIFICIAL NETWORKS

We have performed experiments in artificial benchmarks to
test scalability and influence of negative weights in the search
algorithm. We would like to understand how much runtime is
required to solve instances and share these results for further
comparisons in the field. Moreover, we believe that negative
relationships inside modules turn them harder to be detected.
So, we would like to understand if this belief makes sense.

We have created an artificial instance creator inspired by
[44]. This software uses a uniform distribution to create
instances with the following parameters:

• The number of expected clusters (k);
• The number of nodes (n);
• The set of proportions of nodes each cluster have (Ω =
{ω1, ω2, . . . , ωk} in which

∑
i∈k ωi = 1);

• The proportion of negative (Π−) and positive (Π+)
weighted edges inside each cluster;

• The proportion of negative (Θ−) and positive (Θ+)
weighted inter-edges.

For the following experiments, we have created instances
with parameters n ∈ {30, 40, 50}, k = dlog2 ne, ωi = n

k
for all i ∈ {1, 2, . . . , k}, Π+ = 0.75, Θ+ = 0.1, Π− ∈
{0.01, 0.05, 0.1, 0.2}, and Θ− = 0.075. We have tested these
instances with λ ∈ {0.1, 0.3, 0.5, 0.7, 0.9} factors for objective
function.

The experiments were run on a PC with an Intel i7-7500U,
2.7Ghz and 16GB RAM over Linux Ubuntu 16.04.1 LTS
operating system. Each experiment was done by using a single
thread. The language used to program the column generations
was C++, with the “GCC” compiler. The solver IBM ILOG
CPLEX 12.6 [45] was used to solve the mathematical pro-
gramming model.

Table II shows the φ correlation value obtained to find the
optimal solution during the experiments. The value “tl” means
that all results for that method and instance reached the time
limit of ten hours. For the ground truth analyses, we used the
Matthews Correlation Coefficient that takes account of true
positives (N11), true negatives (N00), false negatives (N10),
and false positives (N01) [46]. The φ function is described in
Equation (5). The resulting values of the φ function are bound
between [−1, 1]. The larger the coefficient φ is, the stronger
the correlation between the partition obtained by the heuristic
and the correct partition is.

φ =
N00N11 −N10N01√

(N11 +N01)(N11 +N10)(N00 +N01)(N00 +N10)
.

(5)
Each N has the number of pairs of nodes, comparing the

correct partitions and the one obtained by the tested methods.
They are described as follow:
• N00: the number of pairs of nodes which are not in the

same cluster in the expected partition, and which are not
in the same cluster in the obtained partition by our tested
method;

• N01: the number of pairs of nodes which are not in the
same cluster in the expected partition, but which are in
the same cluster in the obtained partition by our tested
method;

• N10: the number of pairs of nodes which are in the same
cluster in the expected partition, but which are not in
the same cluster in the obtained partition by our tested
method;

• N11: the number of pairs of nodes which are in the
same cluster in the expected partition, and which are in
the same cluster in the obtained partition by our tested
method.

It is possible to observe three different aspects of the results
in Table II. The first one is about the number of nodes. For the
instances with Π− ∈ {0.05, 0.1, 0.2}, one can see the positive
correlation between the number of nodes and the φ values. It
suggests that the model has presented difficulty in capturing
the expected clustering in tiny networks. The second aspect



TABLE II
φ CORRELATION VALUES OBTAINED TO FIND THE OPTIMAL SOLUTION

FOR EACH EXPERIMENTED INSTANCE AND PARAMETER. THE VALUE “TL”
MEANS THAT THE RESULT FOR THAT INSTANCE REACHED THE TIME LIMIT

OF TEN HOURS. THE BEST RESULTS ARE MARKED IN BOLD.

Π−

Nodes λ 0.01 0.05 0.10 0.20
30 0.1 0.0000 0.0000 0.0000 0.0000

0.3 0.0000 0.0000 0.0000 0.0000
0.5 0.4260 0.4260 0.5170 0.5170
0.7 0.4754 tl 0.5928 0.5319
0.9 0.1683 0.1683 0.2748 0.2934

40 0.1 0.0000 0.0000 0.0000 0.0000
0.3 0.0000 0.0000 0.0000 0.0000
0.5 0.8788 0.8788 0.5527 0.6919
0.7 0.3695 0.3695 0.6376 0.3489
0.9 0.0286 0.0286 0.0514 0.0260

50 0.1 0.0000 0.0000 0.0000 0.0000
0.3 0.0000 0.0000 0.0000 0.0000
0.5 tl 0.9484 tl 0.7163
0.7 0.6027 0.6027 0.6085 0.5286
0.9 0.0738 0.0738 0.1594 0.0686

TABLE III
RUNTIME THAT HAS BEEN REQUIRED TO FIND THE OPTIMAL SOLUTION

FOR EACH EXPERIMENTED INSTANCE AND PARAMETER. THE VALUE “TL”
MEANS THAT THE RESULT FOR THAT INSTANCE REACHED THE TIME LIMIT

OF TEN HOURS. THE VALUES ARE IN SECONDS.

Π−

Nodes λ 0.01 0.05 0.10 0.20
30 0.1 0.0095 0.0094 0.0095 0.0206

0.3 0.0636 0.0720 0.0579 0.0571
0.5 0.9005 0.8586 0.5619 0.2374
0.7 36.0004 tl 0.4001 0.3620
0.9 0.0654 0.0657 0.0250 0.0322

40 0.1 0.0088 0.0093 0.0052 0.0099
0.3 0.0239 0.0259 0.0661 0.0446
0.5 4.4276 4.4503 11.0482 3.6149
0.7 2.8841 2.8816 2.7542 2.7541
0.9 0.2966 0.2938 0.1890 0.2260

50 0.1 0.1287 0.1238 0.1313 0.1143
0.3 0.6812 0.6800 1.1254 1.7397
0.5 tl 36.0051 tl 36.1318
0.7 14.3484 14.3953 9.3605 10.4980
0.9 0.4374 0.3797 0.4325 0.3319

is that the best values are related to the λ values between
0.5 and 0.7. The third one is about the internal proportion
of negative weighted edges. Our experiments suggests that
the model have captured a good correlation for Π− = 0.05
considering the instances with n ∈ {40, 50}. Considering our
experiments, the best correlations have been obtained while
using λ ∈ {0.5, 0.7} for networks with 40 and 50 nodes, and
an internal proportion of 5% of negative weighted edges.

Table III shows the runtime in seconds obtained to find the
optimal solution during the experiments. The value “tl” means
that all results for that method and instance reached the time
limit of ten hours. It is possible to see that the higher is the
number of nodes, the larger is the runtime required to find the
optimal solution. We cannot find in these results a behavior
connecting the Π− and the runtime required. Considering the
best correlation values reported in Table II, the best values
were obtained in 37 seconds.

VI. CONCLUSIONS

In this paper, we have aimed at solving exactly the Signed
Modularity Density Maximization problem and to analyze the
optimal solutions in real signed networks. In order to do so, we
have proposed a branch-and-price algorithm, detailing its col-
umn generation procedure to solve the problem. We have also
analyzed the optimal solutions with their real representations
over different quantitative λ parameters to understand how far
they are from the real meaning of the clusterings found.

Our experiments suggest that for λ ≤ 0.5, the clustering
obtained by the exact solving preserve important classification
properties and can be used to identify meaningful clusters of
the signed graphs. For λ > 0.5, several nodes were classified
as singleton nodes, rendering difficult the search for important
clusters.

In the experiments with artificial networks, the best corre-
lations are obtained while using λ ∈ {0.5, 0.7} for networks
with 40 and 50 nodes, and internal proportion of 5% of
negative weighted edges. We also have identified that the
higher is the number of nodes, the larger is the runtime
required to find the optimal solution as expected.

As further research, we suggest amplifying these analyses
for several clustering problems in social media contexts. We
also suggest that new exact approaches can be compared with
our branch-and-price results.
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Fig. 1. Our branch-and-price method has obtained the clustering structures presented in this figure for ‘Slovene Parliamentary Party” and “Gahuku-Gama
Subtribes” networks.
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